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ABSTRACT

The Phoenix Autonomous Underwater Vehicle must be able to accurately determine
its position at all times. This requires: 1) GPS and differential GPS for surface navigation,
2) short baseline sonar ranging system for submerged navigation, and 3) mathematical
modeling of position.

This thesis describes a method of Kalman filtering to merge the GPS, differential GPS,
short baseline sonar ranging, and the mathematical model to prodﬁce a single state vector of
vehicle position and ocean currents. The filter operates in the extended mode for processing
the non-linear sonar rahges, and in normal mode for the linear GPS/DGPS data. This
required installation of a GPS system and the determination of the different variances and
errors between these systems.

Phoenix now has a real time method of position determination using either position
measuring system separately or combined. The results of this work have been validated by
real world testing of the vehicle at sea, where position estimates accurate to within several

meters were obtained.
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I. INTRODUCTION

For any vehicle to be truly autonomous requires that it hgve knowledge of its local
world coordinate position. This thesis describes a method of discrete Kalman Filtering of
short baseline sonar range data (DiveTracker) and satellite navigation data (GPS) to achieve
accurate positioning of the NPS Phoenix AUV [MARC96].

A. BACKGROUND

An inherent difficulty in any precision navigation system is the accuracy of the
measurements. No measurement system is perfect, just the amount of error in the system
varies. Kalman Filtering is a method of filtering measurement data based on the known or
approximated variance of the measurements and vehicle movements. [GELB88]

Previous and continuing related work in this area includes the Shallow-Water AUV
Navigation System (SANS) [MCGH95],[BACH96]. SANS utilizes a twelve state
continuous Kalman (complementary) filter of inertial measurement unit (IMU) data with
differential GPS updating. SANS provides highly accurate dead reckoning utilizing IMU
data. The SANS position is updated using raw DGPS data as the “Truth”. SANS has no
method of position updating other than dead reckoning when submerged, and only takes GPS
measurements when surfaced. This system was used as a background for the work of this
thesis.

Phoenix presently does not have an IMU, so all dead reckoning is performed using
speeds developed via mass motion formulas, a vertical and heading gyro, and a water wheel
speed measuring unit [MARC96]. Phoenix also has the DiveTracker system [FLAG94]

which allows position measurements while submerged, and GPS for measurements while




surfaced. The work of this thesis utilizes filtered GPS and DiveTracker ranges for updating
dead reckoned positions, versus using raw data as SANS does.
B. THE PHOENIX AUV

The Phoenix autonomous underwater vehicle is a shallow-water mine warfare test
bed prototype (Figure 1). The vehicle is designed to act autonomously in searching for mine-
like objects and accurately reporting their positions. This requires a complex software suite
with a highly accurate method of navigation. The Phoenix runs on a unique three level
software architecture, consisting of strategic, tactical and execution levels called the
“Rational behavior Model” [BYRN96]. These levels are based on proven methods of actual
U. S. Submarine control {HOLD95].

1. Strategic Level

The strategic level acts as the vehicle’s Commanding Officer. This level holds the
mission logic and controls the mission by giving orders to the tactical level. The strategic
level only gives commands and awaits reports that the commands are accepted or completed.
The tactical level responds with either a command accepted, command complete, or
command aborted message. The strategic level then takes actions depending upon the
command report. This level was written in Prolog, and treats the tactical level as a function
call [MARC96],[LEON96].

2. Tactical Level

The tactical level acts as the vehicle’s Officer of the Deck (OOD). It receives orders
from the strategic level and takes the actions required to compete these actions, if possible.

The tactical level OOD runs in parallel with the Sonar [CAMP96] and Navigation sub-levels,
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and gives vehicle control commands to the execution level. Sonar and Navigation report
directly to the tactical level OOD. The tactical level uses the sonar inputs to determine if an
object has been encountered, and the navigation inputs to update the execution level’s
estimate of the vehicle’s position. [LEON96]

3. Execution Level

The execution level acts as the ships crew; ie., it drives the vehicle from point to
point, controls all control surfaces, and takes emergency actions [BYRN96]. The execution
level can hover at a given point, maintain ordered depth, and take all actions required to corin
the vehicle from point to point. The execution level communicates with the tactical level,
updating vehicle parameters and receiving new orders and vehicle positidns [BURNO6].
C. NAVIGATION MODULE

The navigation module utilizes both discrete normal and extended Kalman Filtering
of measured GPS/DGPS, or short baseline sonar ranges (DiveTracker System), to producé
the best estimate of the vehicle’s position. This level consists of four main functions:
Navigatorl.C, Kalman_Filter.C, ReadGps.C, and Matrix.C.

1. Navigator1.C

Navigatorl.C is the driver of the navigation rﬁodule. This section of code
communicates with the tactical level via piped communications. It receives basic
initialization information, and subsequent updated vehicle parameters, and returns the best
estimate of the vehicles current position and N/S, E/'W (X,Y) current estimations. It calls the
Kalman filter routine to return the updated position estimate. This process also records to

data for later analysis.



2. Kalman_filter.C

This code performs “dead-reckoning” (movement step) and filters the input
navigation data (measurement step) to create an updated vehicle position estimate. It filters
either linear data (GPS/DGPS) as a normal filter, or non-linear data (DiveTracker) as an
extended filter. It also develops a combined estimate of “Ocean Currents/Errors” and
determines if the filter has possibly lost track or has a bad measurement.

3. Readgps.C

This code reads the data from the Motorola GPS/DGPS receiver. It opens the Solaris
serial port for communications with the GPS unit and then decodes the GPS binary data. It
also has the routine that determines the best type of fix information to use based on input
data.

4. Matrix.C

This code performs the basic matrix operations required by the Kalman filter to
include addition, subtraction, and multiplication. It also computes a matrix inverse using
Gausian elimination and constructs the rotation matrices required for body speed
transformation to earth coordinates.
D. THESIS CHAPTER SUMMARY

Chapter I overviews the Phoenix, GPS and Dive-Tracker hardware. Chapter I
provides an in-depth description of Kalman filtering, describing this implementation and
variance determination. Chapter IV describes the navigation problem and its solutions.
Chapter V covers pertinent factors of the developed software. Chapter VI summarizes the

conclusions and results of this work and discusses possible future work to be performed.


























































































































































































































































Z.m[0][0] = Dt1.Range;
Z.m[1][0] = Dt2.Range;

if (Trace){
printf("X = %If Y = %If Z = %lf\n" x,y,z);
printf("Dt1X = %If Dtly = %]If Dtz = %If\n",Dt1.Xloc,
Dtl.Yloc, Dt1.Zloc);
printf("Dt2X = %If Dt2y = %If Dt2z = %1f\n",Dt2.Xloc,
Dt2.Yloc, Dt2.Zloc);
printf("Calcl %If DT1-RANGE %]If Calc2 %If DT2-RANGE %If\n",
Calc_Dist1,Dtl.Range ,Calc_Dist2, Dt2.Range);

}
}

else{
/* a gps fix which is linear and uses non-extened filtering */
Z.m[0][0] = Gps_X;
Z.m[1][0] = Gps_Y;

}

/* K gain calculations */
InverseMat = matrix_inverse(matrix_add(matrix_multiply(
matrix_multiply(H,*Sigma),matrix_transpose(H)),R));
*K = matrix_multiply(matrix_multiply(*Sigma,matrix_transpose(H)),
InverseMat);

/* calculate shock for extended or non extended filtering */
if (Fix_Type ==2)
Shock = matrix_subtract(matrix_subtract(Z,Fu),Uv);
else
Shock = matrix_subtract(matrix_subtract(Z,Uv),
matrix_multiply(H,U));

/* calculates dimensionless shock */
Ds = matrix_multiply(matrix_multiply(matrix_transpose(Shock),
InverseMat),Shock);

if (Trace)
printf("Dimensionless Shock = %If\n",Ds.m[0][0]);

/* only perform measurment steps if DS < 50, to ensure no bad
measurements */
if (Ds.m[0][0] < 50){
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if (Trace){
printf("shock \n");
output_matrix(Shock);
printf("k \n");
output_matrix(*K);
printf("k * Shock\n");
output_matrix(matrix_multiply(*K,Shock));

}

U = matrix_add(U,matrix_multiply(*K,Shock));
*Sigma = matrix_multiply(matrix_subtract(
ID,matrix_multiply(*K,H)),*Sigma);

/* updates the total amount of error or drift if the measurement
was good */

*Total_Drift = sqrt(U.m[2]}[0]*U.m[2][0]+U.m[3][0]*U.m[3][0]);
}
else {

/* sets loss track to TRUE for bad measurement */

if (Trace) printf("DS = %]If Ignoring last measurement\n",

Ds.m[0][0]);

*Loss_Track = TRUE;

}

/* Put translated fix from sensor back to center of Phoenix */
U = position_translate(To_Center, U, Course, Fix_Type);

}

return U;

}
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FUNCTION: NavtoRad()
AUTHOR: Dave Mcclarin
DATE: 7 February 1996

PURPOSE: Computes the Radian equivilant of a Naval Degree
Measurement

RETURNS: Rads as a Double
skt okl ookl kokskolok koo sk s kol oo ok ok

double NavtoRad(double Degrees, double Gyro_Error){
double Rad;

/* adds Gyro_Error to input degrees */
Degrees = Degrees + Gyro_Error;

/* normalizes degrees */
if (Degrees < 0.0)
Degrees = Degrees + 360.0;
if (Degrees >= 360.0)
Degrees = Degrees - 360.0;

/* assigns the proper rads to Naval degrees */
if ((0.0 <= Degrees) & (Degrees <= 90.0))
Rad = (90.0-Degrees)*M_P1/180.0;

else if ((90.0 < Degrees) & (Degrees <= 180.0))
Rad = M_P1/180.0*(180.0-Degrees)+3.0*M_PI1/2.0;

else if ((180.0 < Degrees) & (Degrees <= 270.0))
Rad = M_PV/180.0*(270.0-Degrees)+M_PI;

else if ((270.0 < Degrees) & (Degrees <= 360.0))
Rad = M_PV/180.0*(360.0-Degrees)+M_PI/2.0;

return Rad;

}
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FUNCTION: my_square()
AUTHOR: Dave Mcclarin
DATE: 7 February 1996

PURPOSE: Computes square of a double (for some reason Pow stopped
working when integrated with others code)

RETURNS: Double * Double

*************************************************************************/

double my_square(double xx){
return Xx*xx;

}
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FUNCTION: translate_position()
AUTHOR: Dave Mcclarin
DATE: 1 February 1996

PURPOSE: Translates the Pheonix center to the DiveTracker transducer or the
Gps Antenna, or translate from sensor to center of Phenoex.

RETURNS: matrix

*************************************************************************/

matrix translate_position(double Direction, matrix U, double Course, int Fix_Type){

/* translate the divetracker transducer to center and vice versa depending upon
The direction 1 = to transducer, -1 = to center */

if (Fix_Type == 2){
U.m[0][0] += Direction*DiveTrackerXducer_Dist*sin(Course);
U.m[1][0] 4= Direction*DiveTrackerXducer_Dist*cos(Course);

}

else{ /* translates the GPS antenna to center and vice versa */
U.m[0][0] += Direction*GpsAntenna_Dist*sin(Course);
U.m[1][0] += Direction*GpsAntenna_Dist*cos(Course);

} .

}
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APPENDIX D. READGPS.H
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FILENAME: readgps.h
AUTHOR: Dave McClarin
DATE: 15 March 1996

PURPOSE: 'H' file for Opens and reads of Gps Data through a Solaris
serial port,then parses and returns the desired gps data.

************************************************************************/

#ifndef READGPS_H
#define READGPS_H

#include <stdio.h>
#include <ctype.h>
#include <errno.h>
#include <string.h>
#include <signal.h>
#include "kalman_filter.h"
#include "matrix.h"

#define GPSBLOCKSIZE 76 /* size of motorola @ @Ea position message */
#idefine New_Data 1

#define Old_Data 0

#define GPS_STR_SIZE  GPSBLOCKSIZE-1

#define SATELITE_DATA 39

/* sets number of channels of the gps reciever */
const int CHANNELS = §;

/* used in raw gps data decoding */
typedef long FOURBYTE;

/* defines the decoded gps data storage type */
typedef struct{

double lat;

double lon;

double time;

int type;
}gps;
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/* defines the raw gps data storage type */
typedef struct{

unsigned char GPSdata[2*GPSBLOCKSIZE];
int data_status;

}raw_gps;

/* Defines raw gps data storage 'GLOBAL' */
raw_gps Gps_Message = {"none",Old_Data};

/*serial read timeout variable */
int TIMEOUT = FALSE;

/* headers for 6 and 8 channel motorola messages */
char header_6[5] = "@@Ba"; /* 6 channel */
char header_8[5] = "@ @Ea"; /* 8 channel */

/* function prototypes for readgps.c */

gps get_gps_data(const int path);

int CheckSumCheck(void);

gps GetMilSec(gps temp);

gps GetGpsTime(gps temp);

gps GetGpsFixType(gps temp);

int determine_fix(double Rangel, double Range2, gps Gps_Fix,
int *Gps_Avail,int *Dgps_Avail, int *Dt_Avail,
int *Fix_By, int *Fix_Concur, matrix U,
double Gps_X, double Gps_Y, int Loss_Track,
double t, double DT_Timer);

int Gps_Serial_Read(int path);

int initialize_serial(void);

int open_tty(char *device_name);

void tty_open_timeout(int arg);

void serial_read_timeout(int arg);

gps simulate_gps_data(double x, double y, int fix_type);

#endif
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APPENDIX E. READGPS.C
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FILENAME: readgps.c
AUTHOR: Dave McClarin
DATE: 15 March 1996

PURPOSE:  Opens and reads Gps Data through a Solaris serial ports,
then parses and returns the desired gps data.

FUNCTIONS: get_gps_data()
CheckSumCheck()
GetMilSec()
GetGpsTime()
GetGpsFixType()
determine_fix()
Gps_Serial_Read()
initialize_serial()
tty_open_timeout()
open_tty()
serial_read_timeout()
simulate_gps_data()

*************************************************************************/
#include <stdio.h>

#include <ctype.h>

#include <errno.h>

#include <string.h>

#include <math.h>

#include <stdlib.h>

#include "readgps.h"

#include <sys/types.h>
#include <sys/stat.h>

#include <fcntl.h>

#include <signal.h>

#include <unistd.h>

/* #include <sys/termiox.h> */
#include "termiox.h"

#include <sys/uio.h>

#include <termios.h>
#include <termio.h>

#include "matrix.h"

#include "kalman_filter.h"
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/***********************************************************************

FUNCTION: get_gps_data()
AUTHOR: Dave Mcclarin
DATE: 6 February 1996

PURPOSE: Determines if an updated gps position message is available
and copies it into the input argument 'rawMessage'. If the
message has a valid checksum and was obtained with at least
three satelites in view, a 'TRUE' is returned to the
caller, indicating that the message is valid.

RETURNS: GPS Data Structure.

*************************************************************************/

gps get_gps_data(const int path){

unsigned char tempchar;
int satelites;

/* returned gps values stored in temp and initialied to zeroes */
gps temp;

temp.lat = 0.0;

temp.lon = 0.0;

temp.time = 0.0;

temp.type = 0;

/* Global that keeps track of the serial read has timed out */
TIMEOUT = FALSE;

/* calls read that places data in Gps_Message global */
Gps_Serial_Read(path);

if (Gps_Message.data_status == New_Data){
/* finds the number of satelites available */
tempchar = Gps_Message.GPSdata[39];

satelites = (int)tempchar;

/* ensures there is a valid checksum and 3 satelites for data
places data into the gps temp structure */

96



if ((CheckSumCheck() == TRUE) && (satelites > 3)){
temp = GetMilSec(temp);
temp = GetGpsTime(temp);
temp = GetGpsFixType(temp);

}

}

else
temp.type = 0;

/* sets flag to indicated data has been read */
Gps_Message.data_status = Old_Data;

return temp;

}
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FUNCTION: checkSumCheck

AUTHOR: Dave Mcclarin

DATE: 6 February 1996

MODIFIED: From code by Dave Gay and Eric Bachman 11 July 95

PURPOSE: Takes an exclusive or of bytes 2 through 78 in a Motorola
format (@ @EA) position message and compares it to the
checksum of the message of the message.

-RETURNS: TRUE, if the message contains a valid checksum
*************************************************************************/
int CheckSumCheck()

unsigned short chkSum,;
unsigned short temp;
int i;

/* gets first element of message */
chkSum = Gps_Message.GPSdata[2];
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